**Getting started with three.js and ammo.js**

**Introduction**

Welcome to my guide on ammo.js and three.js this guides aims to give you the knowledge on the fundamentals of using these libraries and act as a lego kit of sorts for building your own personal projects

**What is three.js and ammo.js**

Ammo and three.js are both JavaScript libraries, three.js is a graphics engine which allows you to create and display animated 2d graphics in a web browser using webGL, this is a great library with many user and great projects supporting it so it is not hard to learn these resources include the three.js website <https://threejs.org/> which contains several examples of what can be done with he library and has documentation explaining all the code and what it does. Ammo.js is a physics engine which allows you to create a physics world which can be used in conjunction to a graphics engine to create graphical physics simulations. This library is a port of the popular c and c++ bulett physics engine therefore it is a niche library with very few guide and project using it, that is why this guide exists, I am to show you how to use this engine.

**There are 4 main part of ammo.js concepts that you should be aware of to get use of this engine these are:**

- Rigid bodies

- Soft bodies

- Collision detection and filtering

- Constraints

**Rigid bodies**

Bodies in ammo.js are called collision objects or more commonly rigid bodies. Rigid bodies are the objects in the simulation which move, collide, and have mass and can have impulses applied to it.

There are three types of rigid bodies and many body shapes can be implemented in ammo.js. The three types of ammo.js bodies are:

- Static Rigid bodies – These bodies have a fixed position throughout the physics simulation and cannot be moved when defining these bodies they have a mass of 0 applied to them.

- Kinematic Rigid bodies – These bodies are not affected by the physics of the Ammo.js world but are can be animated during the physics simulation, These bodies are similar to the static rigid bodies in that they are have a mass of 0, but unlike the static rigid bodies we add the bodies to the rigid bodies array we typically define globally at the start of our program script to allow the positions of it and its three.js counterpart to be changed in the worlds as it is animated.

- Dynamic rigid bodies – These are the most intensive rigid body type in ammo.js, these bodies are fully affected by the physics of the world.

**Soft bodies**

Soft bodies are defined as bodies in computer graphics that visually and realistically represent the motion and properties of deformable objects while being able to some extent retain its shape, these bodies can represent real life objects balloons or cloths.

**Constraints**

Constraints can be thought of as joints that would be used real life to connect multiple objects together. There are multiple types of constraints in ammo.js to carry out different functions:

Point – to – point constraints.

Point to point constraints limit the translation of two pivot points of rigid bodies to match the world space. Using this constraint, you can create a chain of rigid bodies. This constraint can be useful for creating something like a robotic arm or in the case of my structures project a plank of wood using several rigid bodies in column and rows.

Hinge constraints

Hinge constraints are joints which restrict rotation around the pivot of two bodies to only one axis, therefore this axis could be useful for creating something like a door. Or even flaps on an airplane model as this constraint also allows the user to specify the limits and motor of the hinge.

Slider constraint

The slider constraint allows a body to rotate around one axis and translate along that axis. This constraint would be useful for creating something like a piston.

Cone twist constraints

This cone constraint is a special version of the point-to-point constraint that adds cone and twist axis limits. The axis for this constraint serves as a twist axis. This constraint is useful for creating something like a ragdoll.

**Collision detection**

Collision detection in ammo.js is a concept that allows for the collision and interaction between objects, There are four main concepts that aid with collision detection which allow you to show how objects interact in a world.

- Contact Manifold check

- Contact test

- Contact pair test

- Ghost objects

To understand each of these I suggest you check out this tutorial: <https://medium.com/@bluemagnificent/collision-detection-in-javascript-3d-physics-using-ammo-js-and-three-js-31a5569291ef>. As collision detection is a big subject in ammo.js we will only be covering the basics for this tutorial.

**Getting started**

Before we start programming these concepts you need to first set up your work space to do this you will need to install ammo.js and three.js from this link: when you are done that you can create a folder with whatever project name you want and inside that folder create an index file and a js folder containing both the ammo.js/ three.js files, for a more in depth tutorial on setting up your workspace you can use this link: <https://github.com/mattr862/Ammo.js-Three.js/blob/master/Setting%20up%20ammo.js%20Three.js.pdf>.

Now that you have set up your folder you will need to also have an ide which supports javascript and html if you do not have this already I suggest you install visual studio code which is what will be used during this how-to guide: <https://code.visualstudio.com/download>.

Now you are ready to start programming, With your index.html file open in the ide you should now do the “! Tab” short cut at the top of the document to auto create your html page. Now you will want to import the libraries you will be using for this body by using the script tag in body and src from the root of the folder to “js/ammo.js” and “js/three.js” and create another script tag which will contain your JavaScript code for this tutorial.

### **declaring variables and setting up graphics**

**Before creating the physics world we need to first create the graphics by creating a world three.js which will be what you see on the browser, To do this we define a setUpGraphics function which instantiates the three main attributes for our three.js world: "the camera, renderer, and scene". We will define all these attributes at the beginning of the script which the world will be based on so their values can be accessed globally. There are many other attribute you can add like lighting and so on but we will not be covering these in this tutorial. In this function, we will instantiate also a clock attribute which will be used later on when we begin working with ammo.js.**

let camera, scene, renderer, clock; // declares four variables which will contain the main properties of the ammo.js world.

Ammo().then(init()); // This statement initialises Ammo.js and then calls the init function which starts the program.

function init(){ // This is the main function where all the main functions will be called.

}

function setUpGraphics() { // This function will define the camera, scene, renderer and clock attributes.

// Create clock for timing // and create the three.js envitoment.

clock = new THREE.Clock();

// Create the scene

scene = new THREE.Scene();

scene.background = new THREE.Color( 0xbfd1e5 );

// Create camera

camera = new THREE.PerspectiveCamera( 60, window.innerWidth / window.innerHeight, 0.2, 5000 ); // There a four paramters: 1: field of view,

// 2: creates the camera aspect ratio, 3: sets the near plane, 4: sets the far plane.

camera.position.set( 0, 30, 70 ); // This sets the camera position in reference to vector3 x,y,z axis, x = 0,

// y == 30 meaning and z = 70

camera.lookAt(new THREE.Vector3(0, 0, 0));

// Setup the renderer

renderer = new THREE.WebGLRenderer( { antialias: true } );

renderer.setClearColor( 0xbfd1e5 );

renderer.setSize( window.innerWidth, window.innerHeight );

document.body.appendChild( renderer.domElement );

renderer.shadowMap.enabled = true;

}

### **Creating the Physics world**

**Now we create the physics world using Ammo.js. This is a separate world from the three.js world which has physics properties and will be the basis for what the objects we create in the three.js world are going to be doing in each frame.**

let physicsWorld; // We need to declare physicsWorld at the top of the script in the variable declaration

function createPhysics(){ // This function will create the Ammo.js physics world

let collisionConfiguration = new Ammo.btDefaultCollisionConfiguration(),

// this attribute sets the collision configuration which allows you to tune

// the algorithms used for the full collision detection.

dispatcher = new Ammo.btCollisionDispatcher(collisionConfiguration),

// The collision dispatcher filters overlapping broadphase proxies so that the collisions

//are not processed by the rest of the system.

overlappingPairCache = new Ammo.btDbvtBroadphase(),

// Broadphase compiles a list of pairs of colliding objects.

solver = new Ammo.btSequentialImpulseConstraintSolver();

// solver is what causes the objects to interact properely it takes into account gravity,

// game logic supplied forces, collisions, and hinge constraints.

physicsWorld = new Ammo.btDiscreteDynamicsWorld(dispatcher, overlappingPairCache, solver, collisionConfiguration);

physicsWorld.setGravity(new Ammo.btVector3(0, -10, 0)); // The second paramter is -10 to represent earth current gravity.

// Finally btDiscreteDynamicsWorld takes all the parameters defined above to create a physics world.

// and set gravity takes 3 parameters, the first and third can be thought of as wind and the second parameters can be thought

// of as the gravitational force, that is why in this example the second parameter is equal to -10 as this is the same as earths

gravitational force.

}

### **Creating the render function**

**The next step is creating a render frame function, This function will create a render loop which for every frame the scene and camera are updated. However, you may notice that we only use the renderer in this loop meaning that we only render the three.js world without taking into account the ammo.js world. This is because at the minute there is no need to add physics to the three.js world. After all, there are currently no objects to apply physics to. We will cover this in the creating objects part of this tutorial.**

function renderFrame(){ // This is a recursive method so for every frame that passes this function is called again.

renderer.render( scene, camera ); //renderer takes the current scene and camera and renders it.

requestAnimationFrame( renderFrame ); // when a new frame occurs the function is then called again.

}

### **Function calls**

**Now in the init function created earlier you should invoke all the functions we have created so that stuff actually happens.**

function init (){ //This function calls all the main functions which make the world work.

setupPhysicsWorld();

setupGraphics();

renderFrame();

}

**Now if you open your browser you should now see that there is a blue screen with nothing on it This means that your program is working correctly so far.**![creating world image](data:image/png;base64,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)

**Rigid bodies**

**Static rigid body**

**The first body we are going to create is a static rigid body we do this by creating both a cube in ammo.js and three.js with a long x and z axis and short y axis( x represents the width of the object, z represents length and y represents height, these three values x,y,z are known as vector3 in programming and can be used to set position of object, size and rotation) and a mass of 0, this mass of 0 will make the body static.**

function createPlane(){

let pos = {x: 0, y: 0, z: 0}; // an array storing vertor 3 positions

let scale = {x: 50, y: 2, z: 50}; // This is an array storing the x,y,z lengths.

let quat = {x: 0, y: 0, z: 0, w: 1};

let mass = 0; //The mass is set to 0 making this a static plane.

//threeJS Section

let blockPlane = new THREE.Mesh(new THREE.BoxBufferGeometry(), new THREE.MeshBasicMaterial({color: 0xa0afa4}));

blockPlane.position.set(pos.x, pos.y, pos.z);

blockPlane.scale.set(scale.x, scale.y, scale.z);

blockPlane.castShadow = true;

blockPlane.receiveShadow = true;

scene.add(blockPlane); //Adds the blockPlane mesh to the three.js scene

//Ammojs Section

let transform = new Ammo.btTransform();

transform.setIdentity();

transform.setOrigin( new Ammo.btVector3( pos.x, pos.y, pos.z ) );

// This sets the orgin of the Ammo.js to the same position as the three.js object.

transform.setRotation( new Ammo.btQuaternion( quat.x, quat.y, quat.z, quat.w ) );

let motionState = new Ammo.btDefaultMotionState( transform );

let colShape = new Ammo.btBoxShape( new Ammo.btVector3( scale.x \* 0.5, scale.y \* 0.5, scale.z \* 0.5 ) );

colShape.setMargin( 0.05 );

let localInertia = new Ammo.btVector3( 0, 0, 0 );

colShape.calculateLocalInertia( mass, localInertia );

let rbInfo = new Ammo.btRigidBodyConstructionInfo( mass, motionState, colShape, localInertia );

// This creates the the ammo.js rigid body for the object taking the variables declared above as parameters.

let body = new Ammo.btRigidBody( rbInfo ); //This sets the body to be

physicsWorld.addRigidBody( body ); // adds the block Plane to the scene physics world.

}

This will create the world plane in which your world will be based.